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ABSTRACT

Due to the exponential growth of IoT devices across diverse applica-
tions, it has become essential to secure edge devices against various
hardware attacks, such as tampering and cloning. A tampered de-
vice with a hardware Trojan can bypass the security measures im-
plemented through the software layers. One of the primary ways to
verify the authenticity of a device is by using physically unclonable
functions (PUFs) as a unique device fingerprint. During authentica-
tion, the PUF response from the edge device is transferred securely
and compared with the stored response. This requires a secure com-
munication setup between the edge device and the central server.
The fingerprint must also be stored on a server for response match-
ing. However, the potential compromise of the central server will
result in the leak of all secret information of the edge devices, and
adversaries can exploit it to gain unauthorized access to the IoT net-
work. In this paper, we propose an efficient, secure, and on-demand
communication protocol using zero-knowledge proofs (ZKPs) that
allow the prover to provide evidence of its secret without revealing
that to the verifier. The edge device, acting as the prover, convinces
the central server, the verifier, of the unique PUF response stored in-
side the device without needing the actual storage of PUF responses
on the server. The non-interactive characteristic of zk-SNARK, a
widely used ZKP protocol in many popular cryptocurrencies such
as Zcash, offers better optimization to authentication frequency,
communication bandwidth between device and server, and protec-
tion of device-specific secret, all of which contribute to constructing
our proposed device authentication framework.
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1 INTRODUCTION

Over the past decades, the world has experienced a booming In-
ternet along with its wide range of web applications. The success
of the interconnected computer network fuels the emergence of
lightweight Internet of Things (IoTs), or edge devices. In turn, the
advancement and adoption of the Internet of Things (IoT) and cyber-
physical systems (CPS) offer foundations for smart cities and offered
solutions to critical infrastructures such as transportation, public
safety, health care, smart grid, etc. With 14.4 billion IoT devices
currently connected to the Internet [2], this number is estimated
to climb to 55.7 billion by 2025 [30]. These low-cost devices are
deployed in the field for better integrating computing, cyber, and
physical spaces, often in which proprietary information is included.
However, this abundance of devices presents a severe challenge to
ensuring the overall security of the connected infrastructure, as a
genuine device can be replaced with a cloned one with a backdoor.
Authenticating each device is a must to ensure the integrity and
security of the IoT network as a whole. The insider threat [15, 21]
is a looming issue, as it is challenging to monitor all edge devices
while they are operational. An adversary can replace an authentic
device with its cloned version and can gain access to the entire
infrastructure, bypassing all security measures [7, 31, 35]. It is es-
sential to authenticate an edge device regularly so the server can
periodically evaluate and monitor its fidelity. The response received
from an edge device serves as an indicator of its true identity.

Device authentication mechanisms using physically unclonable
functions (PUFs) have been proposed over the years [3, 12, 13, 18, 32,
40]. Unfortunately, PUFs can be modeled if an adversary observes
a set of challenge-response pairs (CRPs), and the responses can be
predicted without accessing the physical device [4, 16, 22, 37, 38]. It
is necessary to develop a novel communication protocol where an
adversary cannot access PUF responses and thus cannot model the
PUF. In addition, the secrecy of the PUF response should be kept
secure even after repeated authentication. When deployed, the de-
vice must be checked regularly to detect the malicious replacement
with a cloned counterpart. The same level of trust for a device must
be maintained after post-deployment [29]

This paper proposes an efficient, secure, and on-demand device
authentication protocol using zero-knowledge proofs (ZKPs) [26].
The signature from a physically unclonable function (PUF) is used
to create the proof, which can be verified by the central server
acting as a verifier without storing the actual PUF response. The
edge device periodically generates proofs using a self-generated
random seed. The proof can then be made public for verification
for anyone with the common reference string (CRS). This allows
repeated authentication by verifying the identity of an edge device
without access to the PUF secret.
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The contributions of this paper are summarized as follows:

o Novel ZKP-based authentication protocol: We propose an authen-
tication scheme that uses ZKP to prove the existence of a device
fingerprint. The PUF responses are kept within the device itself
without sharing the secret value with the central server. Conse-
quently, the server does not need to keep the PUF responses for
every edge device operating in the field. We only require it to save
the error correction syndromes for corresponding challenges in
the server. The PUF response is processed inside the edge device,
which is the source for generating zero-knowledge proofs. The
server verifies the proof in combination with the publicly available
parameters determined at the setup phase. The proof verification is
computationally lightweight, and the server can process a batch of
verification requests simultaneously. In addition, our method can
leverage the non-interactive nature of zk-SNARK to allow any party
access to the public CRS and proof to verify its legitimacy. This can
potentially ease the workload of the central server in the presence
of many authentication queries, where a server can outsource a
few verification jobs to trusted delegates.

o Resilience against machine learning-based attacks: Our proposed
zk-SNARK-based communication protocol does not require storing
the PUF challenge-response pairs (CRP) on the central server. In-
stead, the CRS and the hashed values of the PUF response are stored
for each edge device. The zero-knowledge property of zk-SNARKs
ensures the verification of the PUF responses without revealing
this secret to the verifier. This significantly improves the overall
security of the IoT infrastructure, as the fingerprint of all edge de-
vices will be protected even if the central server is compromised. In
case of a suspected compromise of a PUF response, we can securely
update the public statement itself by choosing a different challenge
instead. After the challenge is updated, the edge device only needs
to provide the updated statement to the server as the incurred com-
munication overhead. As the adversary does not have access to the
CRPs, it is not feasible to model the PUF, and thus our proposed
approach is resilient against machine learning-based attacks.

The rest of the paper is organized as follows. We introduce PUF
and ZKP in Section 2. The proposed IoT device authentication
framework is described in Section 3. The experimental result and
performance analysis for the proposed approach are described in
Section 4. Finally, we conclude the paper in Section 5.

2 BACKGROUND
This section presents an overview of physically unclonable func-
tions (PUF), the PUF-based secure communication protocols, and

their challenges. We describe the prior work on ZKPs, Zero-Knowledge

Succinct Non-Interactive Argument of Knowledge (zk-SNARK), and
elliptic curve pairing-based zk-SNARK.

2.1 Physically Unclonable Functions

Throughout the years, the research community has proposed vari-
ous architectures for physically unclonable functions (PUFs) and
their implementations [23, 27, 28, 40]. PUFs derive their behavior
from the inherently uncontrollable and unpredictable variations in
the semiconductor manufacturing process. Therefore, its applica-
tion involves security and privacy-related research for its ability
to generate unclonable bits as a unique key for identification and
authentication. Over the years, different types of PUFs have been
proposed, e.g., arbiter PUF [23], ring oscillator PUF (ROPUF) [40, 42],
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SRAM PUF [27, 28], among others. These designs leverage the un-
clonable characteristic in path delay and/or threshold voltage biases
to demonstrate the uniqueness of PUF.

Multiple PUF-based device authentication protocols have been
proposed in recent years [3, 12, 13, 18, 32, 40]. Arbiter PUFs and
ROPUFs were first applied in device authentication [40], where
the server keeps a database of CRPs for each PUF instance. SRAM
PUF-based authentication protocols [3, 32] also explicitly store PUF
responses on the server side for verification or key derivation. Chat-
terjee et al. does not keep PUF responses in the verifier’s database,
but the offlined security credential generator has those copies from
the enrollment phase [12]. Although security is guaranteed for
the above-mentioned algorithms with unclonable PUFs, machine
learning attacks with a subset of given challenge-response pairs
(CRPs) have been demonstrated effective in accurately predicting
responses [4, 16, 22, 37, 38]. Rihrmair et al. first exploits logic re-
gression for learning the features in CRPs to predict unseen Arbiter
and XOR Arbiter PUF responses with high probability [37]. Sub-
sequently, different machine learning-based attacks have surfaced
to target the extrapolation of PUF responses from various PUF
architectures [4, 16, 22, 38].

2.2 Zero-Knowledge Proofs

The overarching goal of ZKPs is to convince a verifier that a prover
possesses an existing secret without ever revealing the secret. These
proofs were conceptualized initially in 1985 by Goldwasser et al. [25].
This laid the foundation for the subsequent development of the
Feige-Fiat-Sharir protocol, one of the first identification schemes
using interactive ZKPs [19]. In interactive ZKPs, real-time com-
munication between the prover and the verifier is necessary to
complete the protocol. Non-interactive ZKPs, on the other hand,
relieve both parties from repeated communications. This concept
is first explored through Fiat-Shamir heuristic [20] and then de-
veloped by Blum et al. [8]. The non-interactive nature and the
adopted random oracle model allow any entity to verify the valid-
ity of a proof, where the proof generation no longer relies on the
verifier-dependent random values. Succinct non-interactive zero-
knowledge proofs (zk-SNARKs) produce logarithmic size proofs
for verification [5]. The popular cryptocurrency ZCash uses the
Zerocash framework [39] with zk-SNARK proof system to ensure
the anonymity of user identity [34]. Over the years, different zk-
SNARKSs protocols have been proposed and quickly gained popular-
ity in privacy-based blockchain applications, such as Pinocchio [36],
Groth’16 [26], Bulletproofs [10], Sonic [33], Marlin [14], etc.

2.3 Pairing-based zk-SNARK [26]

Despite various ZKPs having been proposed recently, the zk-SNARK
proposed by Groth [26] remains to be very efficient both for the
shorter proof size and less computation complexity for the ver-
ifier [26, 33]. Groth’16 operates on pairing-based cryptography,
whose underlying cryptographic hardness lies in the bilinear Diffie-
Hellman problem on elliptic curves [9]. It constructs the rank-1
constraint system (R1CS) of a quadratic arithmetic program (QAP)
with ¢ public statement, where each gate represents a multiplica-
tion/exponentiation operation on elliptic curve. Computations are
performed under bilinear groups (G, G2, Gr) that forms a non-
degenerate bilinary mapping G; X Gy — Gr. The constant proof
size contains 3 group elements, 2 in G and 1 in G;. Once a proof is
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received, the verifier will compute ¢ exponentiation in Gy, 3 pairing
values, and check the quantitative equivalence of pairings in Gr.

3 PROPOSED APPROACH

This section details our proposed zk-SNARK-based approach for
IoT device authentication. The zero-knowledge scheme provides
security to PUF-based IoT verification methods without revealing
the secret asset in each edge device, e.g., PUF response. Figure 1
shows the overview of the proposed method, which consists of
two phases, the registration phase and the operational phase. The
first phase consists of PUF calibration and response extraction, and
initialization of parameters necessary for the trusted setup of zk-
SNARK. This phase is performed in a trusted environment right
before the deployment of IoT devices. Once the device is in the field,
it can be periodically checked and verified by the trusted server by
validating zk-SNARK proofs it generated.

3.1 Threat Model

This paper assumes the adversarial capability of replacing the au-
thentic device with a counterfeit, tampered, or cloned device. In
addition, the threat model assumes that the device does not provide
direct access of the PUF challenge-response pairs. This is practical
as the semiconductor industry typically disables the scan chain ac-
cess after the manufacturing test [11]. Similar features of blocking
scan access can be implemented here to prevent attackers from
obtaining the PUF responses. The adversary simply cannot bypass
the security mechanism while the device is in the field.

3.2 Registration Phase

Registration of the edge device begins with creating a stable PUF
response at a given challenge. We follow the pairing-based zk-
SNARK construction of Groth’16 [26] to authenticate and verify IoT
devices using each device’s inherent secret asset without revealing
it to them. In the registration phase, both the central server and the
edge device need to build a mutually agreed relation R and trusted
setup o, as shown in steps (1) and (2) in Figure 1. Additionally, a valid
hash for the PUF response and its error correction syndrome will
be computed and made public by the edge device, as shown in steps
(3) and (3 in Figure 1. This initialization phase can be completed in
a secure environment as the central server is considered as trusted.

o Construct Relation R: Before constructing and validating proofs,
both parties need to agree on the public parameters, similar to Alice
and Bob coordinating on the same prime and primitive root for com-
putations in the Diffie-Hellman protocol [17]. In the ZKP protocol,
the relation R is mutually communicated between both the prover
and the verifier. Let R be a relation of a given security parameter A
with prime field Fp, generators g1, g2 € Fp, of elliptic curve groups
G1, Gy of prime order g, bilinear mapping e : G; X Go — G of
prime order g with generator g; = e(g1, g2), scalars m, £, 3m polyno-
mials {fa, (X), f; (X), fc;(X)}}Z, of degree n — 1, and polynomial
fz(X) of degree n,

_ p,G1,Go,Gr, e, ¢,

B {fAi (X),fB,.(X),fc,.(X)}l’.'_il,fZ(X) '

Due to the process variations in chip manufacturing, the SRAM
inside each IoT device contains its own unique signature, ie., the
power-up state of the SRAM cells [27, 41]. It is feasible to extract
an SRAM PUF from the stable bits by calibrating and eliminating
the unstable bits from the power-up state. This is applicable to

R
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Figure 1: The proposed device authentication scheme using ZKPs.
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other types of PUFs also. A set of challenges {c1,...,cp,...} can
be constructed for a PUF. For a given challenge ¢y, one can obtain
a unique PUF response wy, for each device and the corresponding
error correction syndrome yj, to ensure consistency in wy. Due to
the unclonable property of the PUF response, the IoT device has
secret witness wy, and the corresponding hash value as the public
statement s; = hash(wy,). The concatenation of witness wy, and
statement sy, is the solution to the quadratic arithmetic circuit in
RICS defined over {fa,(X), fg,(X), fc,(X)}12; and fz(X),

Ddifa, (X)) diff,(X) = Y dife,(X) = fo(X)fz(X),
i=1 i=1 i=1

where fo(X) is the quotient polynomial of degree n — 2, s, =
(di,....dp) € Ff,,wh =(dj1,--..dm) € F;,”_f,andd =(dy,....dm)
= (sp, wp) € Fj'. As it involves the secret witness wy, the quotient
polynomial fo(X) is computed by the edge device and is not shared
with the central server.

o Initialize Trusted Setup o: During the trusted setup, the IoT
device and the central server compute the common reference string
(CRS), which is essentially the basis for both proof generation and
validation. It applies the polynomials derived from the relation R
with R1CS arithmetic circuit to construct the public elliptic curve
points in Gy, Gy. It is called a trusted setup due to the fact that the
creation of CRS ¢ needs the uniform sampling of 5 random values

a, B, y, 8, x from the prime field Fp, denoted as a, 8,7, 9, x <i Fyp.
Note that, in the registration phase, we consider both the edge
device and the servers as trusted. One can select these variables at
random and from the uniform distribution. Once these values are
determined, elements in both cyclic groups G1, G, are generated
to construct the CRS o,
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The pairing g;f = e(g7. g,) is also evaluated to improve further
the computational succinctness for the verifier (server). Note that
this device-specific CRS is stored on both parties and can be made
public. As for the server, it is required to distinguish the CRS from
one edge device to another, where a unique set of parameters in o
is constructed from each IoT device with its secret witness.

e Generate and Publicize Syndrome y;, and Statement s;,: Al-
though error correction syndrome is required for computing the sta-
ble PUF response, each edge device can further optimize its resource
utilization without saving them on the device itself. The syndromes
for all challenges in set {c1,...,cp, ...} can be sent to the server
instead. Syndrome yy, is computed over the PUF response wy, given
the challenge cy,, where the server will transmit it back to the device
before proof generation. Proving the knowledge of a secret witness,
i.e., PUF response, involves statements in non-deterministic poly-
nomial time complexity (NP) [25]. It can be performed by proving
to the verifier the knowledge of the preimage of a hash generated
from collision-resistant and preimage-resistant hash algorithm [6].
This requires the server to be able to check the statement of a valid
confirmed response against a newly generated one. Thus, during
the trusted phase, the statement s, = hash(wy,) is computed at the
IoT node and is then made public by the corresponding node. The
device can simply broadcast its s value in the IoT network. Steps
(3) and (9) of Figure 1 show the transmission and acceptance of sy,
from the device to the server. Note that the adversary cannot obtain
the PUF response from its hash s due to the preimage resistance
of the secure hash algorithm. In case of updating the PUF response
with another challenge c;/, new statement and syndrome can be
generated and made public based on the updated response wy,.

3.3 Operational Phase

Once the IoT device is deployed in the field, the central server needs
to ensure that adversaries cannot masquerade a malicious device
as the genuine one, nor can they replace an authentic device with
a clone/counterfeit one. Therefore, it is important to guarantee the
authenticity of the device, where the server needs to query the
device for a response and evaluate or certify the legitimacy of the
device. To counter the attacker from the malicious substitution of
edge devices, we propose the periodic authentication of devices,
where proofs are generated from IoT nodes and are delivered to
the server for verification. For each device, we denote its j¢ h proof
7j and the corresponding verification v; with subscript j, where
Jj =1,2,3,... The proposed on-demand authentication allows the
prover to initiate the proof generation, independent from the veri-
fier, the server. In case of the required error correction syndrome
needs to be retrieved online, the server can then initiates the proof-
verification process by sending the corresponding syndrome yy, to
the edge device for error correction in PUF extraction, as in step (5)
in Figure 1. Proof generation begins in an IoT device after it obtains
the witness wy, with challenge ¢, and syndrome yj,.
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¢ Proof Generation 7;: To prevent an adversary’s malicious re-
placement of the edge device while deployed in the field, we secure
the device authentication with proof generation and validation from
the zk-SNARK protocol. The authentic device is trying to prove to
the server that it knows the preimage of the hash value s, with-
out disclosing it to the server. The proofs in the zk-SNARK reveal
nothing about the secret witness itself, i.e., perfect zero-knowledge,
due to the fact that it incorporates additional random values. In
order to generate multiple proofs for the same device at different
time intervals, it can be done for the j** proof mj by randomly
selecting a different set of (u,r), sampled from F, with uniform

distribution, e.g., a random oracle, denoted as uj, r; i Fp. Both
the secret witness wy, = (djy1,...,dm) and the public statement
sp = (d1, ..., dr) are used during the proof construction. The proof
i = II(0o, sp, Wy, uj, rj, R) = (74, 7B, mc) consists of three elliptic
curve points (14, 7, nc) with 74, 7¢c € Gy and g € Gy,

mj=\ ma=g]', 7B =95 mC = g:jzﬁujzzﬂrujrja )

where z1, z2, z3 are computed as follows.

m m
a=a+ Y difa,(x) 48 22 = B+ ) difs, (x) + 7765
i=1 i=1

m
2528570 di(Bfa, () + afis, () + o, () efo () fz (%)
i=t+1

e Proof Verification vj: Once proof 7; has been received, the
verifier can check the validity of the device by evaluating 7; with the
public statement s,. The server performs computations in Gt due
to the bilinear property of e(g¢, gg) = e(g1,92)? in Gy X Gy — Gr.
The verification v; = V (0, 7}, sp, R) check whether the following
equality holds,

e(ramp) = gy - e(g].g}) - e(nc.g8)
with ¢ defined as:

b=y (D di(Bfa, (0) + afi, (0) + fe, ()
i=1

The pairing equality is satisfied only when the prover, the IoT node,
has full knowledge of the input wy, that matches s, = hash(wy,).
This is due to the negligible probability of the adversary succeed-
ing in convincing the verifier of a false statement or finding the
preimage of hash sy, e.g., the soundness property of zero-knowledge
argument. If the device verification passes (v; = 1), the device is
considered trusted at present, and communications and interac-
tions can proceed as normal. If the server cannot validate the proof
(vj = 0), the device authentication fails, and that IoT node is marked
as untrusted. The server can then terminate its connection to the
specific edge device, followed by additional countermeasures if

possible.
{ L e(ra.78) = 6,7 - e(g).9}) - e(nc.g)

0. e(mams) # 9" -e(g.g}) - el g)
With a predefined interval set between the server and each edge

device, the IoT node can periodically send proofs to server and
get it verified. For example, step (6) of Figure 1 shows device gen-

vj =

erates its first proof 7; with random values (u1,71) <i Fp. The
server verifies proof 7y in step (7), and it would issue termination
of connection if proof verification failed (v; = 0). Similarly, the de-
vice generates the j? proof 7rj at the appointed time interval with
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syndrome yp, (step (7)) after all prior (j — 1) proofs are validated,
shown in step (j1) of Figure 1. The server would perform the same
verification as before to determine the authenticity of the device.

3.4 Security Analysis

The zk-SNARK protocol offers the proposed device authentication
framework with additional security strength over the conventional
counterparts. We analyze and provide proof sketch for the security
strength of the proposed framework under three fundamental prop-
erties of ZKP, completeness, soundness, and zero-knowledge [25].

e Machine Learning Attack Resistance Analysis: As the device
fingerprint is proved to the verifier without transmitting it or re-
vealing it through the communication channel, the adversary will
not find the secret fingerprint when monitoring the data packets
between the device and server. The zero-knowledge property guar-
antees the proof 7; reveals nothing about the secret witness itself
or the PUF response wy,. Moreover, due to the preimage resistance
of the hash algorithm, the probability of the attacker’s success in
finding the preimage wy, from its hash value sy, is low and generally
less likely than the probability of hash collision. For the widely
adopted MiMC hash construction [1], it has a 256-bits preimage
security and a 128-bits collision security. This means the adversary
cannot determine the PUF response of a device from its hash. As
no response is ever leaked to the attacker during the IoT device
authentication, it is not practical to construct a set of known CRPs
for training the machine learning algorithm nor the subsequent
attack to predict the unseen PUF response. Thus, it is infeasible
for a malicious actor to launch machine learning-based attacks to
model the PUF, as no training dataset can be extracted.

e Proof Verification with Trusted Delegates: Conventional
device authentication schemes have a designated machine (i.e.,
server) for validating the IoT device. This is due to the fact that
the challenge-response pairs of edge devices, along with the public
error correction syndromes, are stored in the secure server. Recall
that the CRS o and statement sy, are treated as public parameters,
the server can essentially outsource the verification to some trusted
parties for performing the necessary computation instead. With
the soundness property, a non-polynomial time adversary would
be impossible to use randomly generated proofs to convince the
trusted delegates (or the server) of the validity of fake proof [26].
For honest prover, the completeness property ensures that its proof
can be validated by verification protocol. Therefore, having trusted
delegates, it is possible to ease the workload of the central server
in response to huge verification queries.

e Replay Attack Prevention: The proof validation relies on
matching pairing-based computation of hash value and proof. How-
ever, considering these proofs are made public after generation,
an adversary that passively observes the communication channel
could save these valid proofs and reuse them if the edge device was
compromised. To prevent this, an extra layer of security must be
added to save and check if a proof has been used before, as newly
generated proofs will be unique. Therefore, the server may need to
save each proof for later comparison to check for proof uniqueness.

4 EXPERIMENTAL RESULTS
We have implemented our proposed IoT device authentication pro-
tocol with the Raspberry Pi 4 Model B. This device is commonly
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Figure 2: Implementation setup with Raspberry Pi 4 Model B as
edge devices and laptop as the central server.

used in IoT applications today and is one of the most flexible micro-
controllers on the market. Proof verification is done on a Ubuntu
laptop, acting as the central server. Our proposed authentication
protocol is built on top of the ZPiE library [24] with Groth’16 zk-
SNARK [26]. Figure 2 shows the setup of our implementation, where
edge devices and the central server communicate through a wire-
less network. The edge device creates a proof once it periodically
receives the server’s request for its authentication.

4.1 Performance Analysis

Although zk-SNARK proof generation has a relatively high com-
putational workload than proof verification, it only needs to be
performed sparingly to be used effectively. Note that the zk-SNARK
is designed to allow the prover to convince the verifier of the knowl-
edge of its secret in a single proof, due to the negligible success of
a dishonest prover cheating with a false statement under a sound
zk-SNARK protocol [26]. For edge devices already deployed in the
field, monitoring with regular authentication is needed to ensure
the integrity of the device. In our proposed authentication scheme,
the proof generation is performed on device startup to simulate a
periodic yet moderately frequent device verification schedule. As
the device would likely be powered off during any form of replace-
ment, this schedule would check at each possible window while not
using extremely high amounts of computational power. Figure 3
shows the distributions of both proof generation and verification
with box plots. Over 60 tests on the Raspberry Pi 4 Model B using
ZPiE’s single-threaded setting, the average proof generation time is
232.7 ms. Similarly, the average verification time of Groth’16 proofs
on the server is 1.54 ms. This advantage of fast proof verification
allows the server to compute them frequently without noticeable
delays in simultaneously fulfilling verification requests from multi-
ple devices. The computationally lightweight proof verification by
the server permits the rapid expansion of enrolled devices in the
IoT network as the verification time is scalable to a larger IoT de-
vice count. Overall, the verification time is extremely short, and the
proving time is also short when considering the scale and frequency
with which this protocol would be performed.

5 CONCLUSION

This paper presents a novel authentication protocol for IoT devices
using the state-of-the-art zk-SNARK algorithm with SRAM PUF
as the device fingerprint. Our proposed ZKP-based approach can
guarantee the secrecy of the PUF response even if the central server
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Figure 3: Box plots for (a) proof generation time by Raspberry Pi
acting as IoT devices, (b) proof verification time by a laptop as a
server.

gets compromised. It resists machine learning-based attacks and the
attacker’s attempts to extrapolate the PUF responses, as the adver-
sary can never observe any challenge-response pair from analyzing
the entire communication between the server and a particular edge
device. Our proposed scheme can further prevent the potential
replay attack or impersonation if the adversary monitors the com-
munication channel. In addition, delegating the verification work
to trusted parties is possible when the server is busy with different
verification requests. We demonstrated our proposed framework by
implementing it on Raspberry Pi 4 Model B boards as edge devices
with ZPiE open-source library. Proofs generated by the IoT devices
are sent to the server via a wireless network, and the server can
verify them very efficiently within a few milliseconds.
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