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Abstract — Several algorithms for training feedforward neural
networks including such as the steepest decent EBP and
Lavenberg-Marquardt are compared. Various techniques to
improve convergence of the EBP are aiso reviewed. A very fast
training algorithm, with instant training of the hidden layer is
introduced. For easy problems it has a similar convergence rate
as the Lavenberg-Marquardt (LM) method. The algorithm
sustain the fast convergence rate also for the cases when the LM
algorithm fails and the EBP algorithm has practically
unacceptable slow convergence rate.

[. INTRODUCTION

Although the error backpropagation algorithm (EBP)
[13][14][24] was a significant breakthrough in neural
network research, it is known as an algorithm with a very
poor convergence rate. Many attempts have been made to
speed up the EBP algorithm. Commonly known heuristics
approaches [4][16][18][19][21] such as momentum [10],
variable learning rate [7], or stochastic learning [15], lead
only to a slight improvement. Better results were obtained
with the artificial enlarging of errors for neurons operating in
saturation region [2][8][12][20][25]. More significant
improvement was possible by using various second order
approaches such as Newton, conjugate gradient, or the
Levenberg-Marquardt (LM) method [6]. The LM algorithm
is now considered as the most efficient one [6]. It combines
the speed of the Newton algorithm with the stability of the
steepest decent method. The LM algorithm uses the
following formula to calculate weights in subsequent
iterations:

W, =W, —(J:Jk +;11)_IJZE ¢))

where E is the cumulative (for all patterns) error vector I is
identity unit matrix, 4 is a learning parameter and J is
Jacobian of m output errors with respect to n weights of
neural network. For # = 0 it becomes the Gauss-Newton
method. For very large x4 the LM algorithm becomes the

steepest decent or the EBP algorithm. The u parameter is
automatically adjusted at each iteration in order to secure
convergence. The LM algorithm requires computation of the
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Jacobian J matrix at each iteration step and the inversion of
J'J square matrix. The Jacobian matrix is defined as:
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where E; are cumulative errors for all patterns on i-th output
wj are neural network weights, / = 1 to number of outputs,
and j = 1 to number of weights. Unfortunately the
Levenberg-Marquardt algorithm often fails when the error
surface is unfavorable and initial weights are far from the
solution.
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Fig. 1. Simple neural network architecture for “XOR” problem.

The classical “XOR” case shown in Fig. 1 was used for
comparison. Depend on initial weights various convergence
rates are obtained. Figure 2 shows typical convergence rates
for EBP algorithm without momentum and with close to
optimum learning rate. The initial weights were chosen using
the Nguyen-Widrow weight initialization scheme [11]. Note
that the sum of squared errors is relatively large even after
10,000 iterations.

Results of the LM algorithm are shown in Fig.3. Even
initial weights were chosen using the Nguyen-Widrow



weight initialization scheme the Levenberg-Marquardt
algorithm fails in 15% to 25% cases, but when converges it
usually reach solution in less than 20 steps. Note that the
EBP algorithm requires 100 to 1000 times more iteration than
the LM algorithm. On other hand the LM algorithm is more
computationally intensive at each iteration step.
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Fig. 2. Sum of squared errors as a function of number of iterations for the
“XOR” problem using EBP algoritm with Nguyen-Widrow weight
initialization

Levenberg-Marquardt
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Fig. 3. Sum of squared errors as a function of number of iterations Sfor
the "XOR" problem using LM algorithm with Nguyen-Widrow weight
initialization. Algorithm failed in 15% to 25% cases

In order to set unfavorable initial weights, very far from
the solution, the network was trained for the opposite to
desired solution at first then the resulted weights were used as
the initial weights for the actual training procedure. When
initial weight were chosen purposely very far from the
solution the LM algorithm failed in 100% cases and the EBP
algorithm converges very slowly as Fig. 4 shows. After

100,000 iterations the error is still not acceptable. A
conclusion from this experiment is that with EBP and LM
algorithms we can secure the convergence only with a skillful
weight initialization.
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Fig. 4. Sum of squared errors as a function of number of iterations for
the“XOR” problem using EBP algorithm with unfavorable weight
initialization

A poor convergence, shown in Fig. 4, is not due to local
mimima but because of plateaus on the error surface. This
problem is also known as “flat spot” problem
[2]18](12][20][25]. The prime reason for the plateau
formations is a characteristic shape of the sigmoidal
activation functions shown in Fig. 5. Note that in the Figure
the actual output a significantly differs from the desired
output d and the error ER = d-a is very large. At the same
time the derivative of the activation function f* at the actual
output a is very small, therefore the back propagating error
equal to ER*f is also very small, and the network cannot
learn.
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Fig. 5. Activation function with actual and effective gradient. Points a
and d represents actual and desired outputs
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II. THE ALGORITHM

The success of the proposed algorithm comes from two
improvements. In the output layer a modified gradient is used
instead of an actual gradient in a similar way as described in
[20][25] and weights in the hidden layer are updated using a
modified regression algorithm [1].

In the EBP algorithm the back propagating error is
proportional to the derivative of the activation function. In
the case when this derivative is small, as shown in Fig. 5, the
maximally large errors cannot back propagate through the
network. This problem can be corrected by introducing an
modified gradient instead of the actual one. There are many
ways to do this [20][25]. It is important that for small or close
to zero error fp;r must be equal fo /. In this paper the
following simple formula was chosen:

feﬂz(l—-a)f +a 3)
where:

a=(0.01~0.1)|ER| @

For small errors o is small and the algorithm behaves as
the EBP algorithm, while for large errors the derivatives of
the activation function are modified so the error can easily
back propagate. Using the modified gradient method as
described above, the vector of cumulative errors E, (for all
patterns) can be found on hidden nodes.

When the modified gradient approach is used the back
propagating errors may get very large values and this may
lead to an instability of the solution. In order to eliminate
this undesired effect the back propagating error is bonded to
*1 using tangent hyperbolic function

AE, = tanh(E, ) )

where Epp is the actual back propagating error from the
output layer to the hidden layer and AEp, is the error used in
the computation. Note that for small errors x=tanh(x) and

ALy = £y ©)

Learning process for the first layer can be significantly
speed up using the modified regression approach. The error

function on a hidden neuron with n weights and a given input
pattern p is a function of the first layer weights.

E,, :f(zwlpp] +twWp,, +---+w,pp,)—Dp @

where D, is the desired output. The error increment AEp, can
then be approximated by the first two terms of the linear
approximation around a given point:

_dE, dE, dE, ®
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by inserting (9) into (8)

AE, =—f,;(pp1Aw, +D,,Aw, +...+p,mAw,) (10)

therefore, using matrix notation, for all input patterns:

[ 4E, ]
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The input matrix P [/+P] in (8) is rectangular. Where / is
the number of inputs and P is the number of training patterns.
When 7 is lager than P the problem is trivial and has an
infinite number of solutions. In the case when / is smaller
than P the pseudo inverse of the matrix is found in least mean
square sense:

P+ — (PTP)—IPT (]2)

Since P is the array of input patterns and it is constant
during the learning procedure, therefore pseudo inversion of
input patterns P must be done only once. At each iteration
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step only new values for AE and f’efr must be computed. The
weights change Aw is calculated as

Aw=P* AE—
Jor (13)

where P is constant during all training procedure. When this
approach is used for one layer neural network the solution is
usually reached in three to six iterations. In the case of two
layer networks considered herein the modified EBP
algorithm is used in the output layer, therefore, more
iterations are required. Usually a satisfactory solution is
reached in less than 20 iterations.

Modified EBP Algorithm
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Fig. 6. Sum of squared errors as a function of number of iterations for
the“XOR” problem using modified EBP algorithm with Nguyen-Widrow
weight initialization
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Fig. 7. Sum of squared errors as a function of number of iterations for

the“XOR” problem using modified EBP algorithm with unfavorable weight

initialization

I11. EXAMPLES

The proposed algorithm was verified on several examples
with different sizes and different roughness of the error
surfaces. Several bench mark problems XOR, parity 4, parity
8 and bottleneck problems, were used. Some practical
problems as speaker identification [22] (with twenty inputs)
or recognition of noisy letters [9] (with 56 inputs) were also
used for algorithm verification. In smooth and easy cases the
results are similar to those obtained with the LM algorithm.
In difficult cases, with far from solution initial weights,
where the LM algorithm always fails and the EBP converges
very slowly, the presented algorithm converged rapidly to the
solution. Figures 6 and 7 show results of the algorithm for the
same “XOR” case as it was shown in Figures 2, 3, and 4.

IV. CONCLUSION

A very efficient algorithm for training two layer
neural networks was presented and verified with several
examples. The algorithm is advantageous to other commonly
used algorithms. It converges very rapidly for the cases when
the EBP and LM algorithms fail. Convergence rate is almost
independent on the choice of initial weights.

In contrary to the LM algorithm the matrix inversion must
be done only once and also much smaller matrix must be
inverted. The size of the matrix corresponds to the number of
inputs, while in the LM algorithm the size of the matrix
corresponds to the number of weights in the neural network.
The large size of this matrix is a significant drawback of the
Levenberg-Marquardt algorithm is that, due to memory
limitation it can be only used for relative small neural
network [6]. The proposed algorithm does not have this
limitation since the matrix is equal only to the number of
inputs and the matrix inversion must be done only once.
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